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Why linking a Reservoir Management Model with a R-R model

This case study involves linking a Reservoir Management Model with a Rainfall-Runoff model.

- Reservoir studies require reliable runoff data; however, the quantity and quality of historical records (if they exist) are usually inadequate.

- Hydrological models are well-established tools for predicting discharge across a river network, at various time-scales.

- Such models, especially the physically-based ones, are the only rational tools to assess the impacts of future events on runoff regime, such as land-use, vegetation, and climate changes.

- Although some hydrological models include reservoir simulation routines, the emphasis is merely given on the hydraulic processes (i.e. spillway routing) and not on the water management aspects.
Reservoir and R-R Models: Schematic Representation
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Modelling Issues Related to the Case Study

• Design a Reservoir Management Model of general purpose, compliant with the OpenMI Environment (engine written in Borland Delphi)

• Incorporate multiple water uses and assign operation rules to each use.

• Take into account all essential water balance components, including losses due to evaporation and leakage.

• Ensure flexibility regarding time-scale (from hourly to monthly).
Reservoir Simulation Model: Input Data

- Time step and time horizon of simulation
- Level-storage and level-surface data (given as point series)
- Characteristic levels (minimum, maximum, initial)
- Upstream watershed area
- Time series of precipitation and evaporation depths
- Leakage function coefficients (monthly)
- Water uses properties (priority order, demand time series, operation rules)
Operation Rules

- Operation rules specify the desirable release, $r_i^*$, for the corresponding use $i$, as a function of the actual level, $z$.

- Desirable releases are expressed as ratios of the actual demand, $d_i$.

- For each use are assigned step functions, expressed as point series $(\lambda_{ij}, z_{ij})$, where $z_{\text{min}} \leq z_{ij} \leq z_{\text{max}}$ and $0 \leq \lambda_{ij} \leq 1$.

- There is no limit on the number of $(\lambda_{ij}, z_{ij})$ pairs.
The Smokovo Reservoir
Case Study: Historical Background

- Newly constructed reservoir (pilot operation July 2002)

- Located on the SW area of Thessaly plain, a major agricultural area of Greece, suffering from severe water deficits during dry years and water table degradation, due to pumping

- Aims to supply 25 000 ha of agricultural land, through a pressured pipe network, thus limiting the extensive use of boreholes

- Today, small part of the network, 1800 ha, is finished and other 3700 ha are irrigated through small barrages

- Moreover, the reservoir will serve for providing drinking water for 55 000 residents and ensuring permanent flow downstream of the dam, during the summer period.
Case Study: The Smokovo Reservoir

- Mean annual inflow: 175 hm³
- Annual release to preserve ecosystems: 10 hm³
- Irrigation demand along the river: 10 hm³
- Irrigation network:
  - Actual demand: 57 hm³
  - Future demand: 101 hm³
- Water supply demand: 5-15 hm³
- Hydropower station:
  - Installed capacity: 10 MW
  - Mean annual power: 29 GWh
- Smokovo reservoir:  
  - Maximum storage: 238 hm³
  - Annual release: 160 hm³
Case study: Questions to Be Answered

• Given that the irrigation network is gradually constructed, what is the optimal allocation of reservoir releases to the various uses?
• What are the impacts on downstream flow, due to various management policies?
• What are the impacts on reservoir inflows and, consequently, reservoir releases and downstream flow due to possible climatic changes?
Case study: Data for Reservoir Simulation

- Reservoir properties
- Daily rainfall and runoff series (historical, 7/2002-12/2005)
- Water demand for environmental preservation, irrigation and domestic supply (actual scenario)
- Operation rules (not optimized)
Steps of Migration (1)

1. Use Cases (How the model will be used?)

2. Create a simple reservoir model (DLL)

3. Create the .NET Assemblies (Wrapper & Test Classes)

4. Create the .omi File

5. Run a simulation on OmiEd
Use Case:

- Reservoir is assigned to a specific river node.
- At each time step, the upstream inflow due to runoff is given by the hydrological model (remember that inflow is adjusted to take into account the actual reservoir surface, directly fed by precipitation).
- Releases are either conducted downstream or diverted; the formers are aggregated and then added to spill, to estimate total reservoir outflow.
- Outflow is returned to hydrological model.
Steps of Migration (3)

Use Case:

Inflow → SimpleRiver1 (upstream) → Reservoir → SimpleRiver2 (downstream) → Outflow

Outflow = release for environmental preservation and irrigation + spills

Diversion = release for domestic supply and irrigation through the pipe network
Steps of Migration (4)

Create a simple reservoir model (SRM):

- One Input Exchange Item (Inflow)
- One Output Exchange Item (Outflow)
- One Input File:
  Number of Time Steps
  Time Step Length
  Initial Storage (t=0)
  Inflows (for each time step)
  Outflow (constant for all time steps)

\[
\text{Storage}(t) = \text{Storage}(t-1) + [\text{Inflow} - \text{Outflow}] \times \text{TimeStepLength} \quad \text{(S.I)}
\]
Steps of Migration (5)

Create a simple reservoir model (SRM):

{Engine Core before the transformation}

while (NumberOfTimeSteps > 0) do
    begin
        Storage := Storage + (Inflow-Outflow) * TimeStepLength;
        NumberOfTimeSteps := NumberOfTimeSteps - 1;
    end;
Steps of Migration (6)

Create a simple reservoir model (SRM):

{Engine Core after the transformation : Building the .dll}

Functions

- **Initialize()**: For instantiation and opening input/output files (**required**).
- **PerformTimeStep()**: For performing a single time step of the model (**required**).
- **Finish()**: For closing input/output files after a full simulation (**required**).
- **Dispose()**: For de-allocating memory after a full simulation (**required but not necessary to implement**).
- **GetModelDescription()**: For exporting a string that describes the model (**required**).
- **GetModelID()**: For exporting a string that defines the model (**required**).
- **GetTimeStepLength()**: For exporting the length of a single time step (**required**).
- **GetNumberOfTimeSteps()**: For exporting the number of time steps for a complete simulation (**required**).
Steps of Migration (7)

Create a simple reservoir model (SRM):

{Engine Core after the transformation : Building the .dll}

Functions

- **GetInputTime()**: For exporting the exact time of a specific input (required)
- **GetCurrentTime()**: For exporting the current time of the simulation (required)
- **GetSimulationStartDate()**: For exporting the starting date of the simulation in a specific format (Year/Month/Day Hours/Minutes/Seconds) (required)
- **GetMessage()**: For handling errors (recommended)
- **GetNumberOfMessages()**: For handling errors (recommended)
- **GetStorage()**: For exporting the value of the Storage variable (used in testing)
- **GetFlow()**: For exporting the value of the Outflow variable (used in testing)
- **AddInFlow()**: For putting the Inflow values into the Inflow variable. This function is used by the OpenMI standard in defining the SetValues() method (required)
Steps of Migration (8)

Create a simple reservoir model (SRM):

{Engine Core after the transformation : Building the .dll}

Functions

- `RunSimulation()` : For running a full simulation of the model. This function is not used by the OpenMI standard, but it is necessary if we want to run the model as a stand alone application (independent from OpenMI). *(required)*
Steps of Migration (9)

(This function performs a single timestep of the model's simulation)

Storage is the amount of water in the reservoir
WaterDemand is the flow rate from the reservoir to the next branch of the river.

function PerformTimeStep() : Boolean ; cdecl ;
var text, err : ShortString ;
begin
  err := 'Error occurred in PerformTimeStep method'
  try
    Storage := Storage + (Inflow - WaterDemand) * TimeStep
    text := FloatToStr(Storage);
    WriteIn(OutputFile, text);
    Counter := Counter + 1 ;
    Result := true ;
  except
    NumberOfErrorMessages := NumberOfErrorMessages + 1 ;
    Errors.Add(err) ;
    Result := false ;
  end;
end;

(This function is used to close files that the engine used e.g. input/output files)

function Finish() : Boolean ; cdecl ;
var err : ShortString ;
begin
  (code here)
  err := 'Error occurred in Finish method'
  try
    CloseFile(InputFile);    //Closes the InputFile
    CloseFile(OutputFile);   //Closes the OutputFile
    Result := true ;
  except
    NumberOfErrorMessages := NumberOfErrorMessages + 1 ;
    Errors.Add(err) ;
    Result := false ;
  end;
end;

(This function is used for cleaning up/de-allocating memory)

function Dispose() : Boolean ; cdecl ;
Steps of Migration (10)

Create the .NET Assemblies:

{Wrapper Classes}

- **SimpleReservoirModelEngineDllAccess class**: It has access to the .dll and makes a one-to-one conversion of all exported functions to public .NET methods.

- **SimpleReservoirModelEngineDotNetAccess class**: It changes the calling conventions to C# conventions and error messages to .NET exceptions.

- **SimpleReservoirModelEngineWrapper class**: It implements the ILinkableEngine Interface as required for the migration.

- **SimpleReservoirModelLinkableComponent class**: It is the OpenMI compliant linkable component ready to be accessed by other models.
Create the .NET Assemblies:

{Test Classes}

- **SimpleReservoirModelEngineDotNetAccessTest class**: For testing the first two classes mentioned before

- **SimpleReservoirModelEngineWrapperTest class**: For testing the SimpleReservoirModelEngineWrapper class

- **SimpleReservoirModelLinkableComponentTest class**: For testing the SimpleReservoirModelLinkableComponent class

- **UseCaseTest class**: For testing the Use Case mentioned in the beginning
Steps of Migration (12)

Create the .NET Assemblies:

- Testing Classes Using the NUnit GUI
Steps of Migration (13)

Create the .omi file:

```xml
<?xml version="1.0" encoding="utf-8" ?>
<LinkableComponent
    Type="SimpleReservoirModel4.SimpleReservoirModelLinkableComponent"
    Assembly="SimpleReservoirModel4.dll"> //in the same dir
    <Arguments>
        <Argument Key="FilePath" ReadOnly="true" Value="" />
    </Arguments>
</LinkableComponent>
```
Steps of Migration (14)

Loading the SRM into the OmiEd:
Steps of Migration (15)

Loading the SRM into the OmiEd:

```
<table>
<thead>
<tr>
<th>Order</th>
<th>Type</th>
<th>Description</th>
<th>Sender</th>
<th>Simulation Time</th>
</tr>
</thead>
<tbody>
<tr>
<td>779</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>11/27/2005 12:...</td>
</tr>
<tr>
<td>780</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>11/28/2005 12:...</td>
</tr>
<tr>
<td>781</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>11/29/2005 12:...</td>
</tr>
<tr>
<td>782</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>11/30/2005 12:...</td>
</tr>
<tr>
<td>783</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/1/2005 12:0...</td>
</tr>
<tr>
<td>784</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/2/2005 12:0...</td>
</tr>
<tr>
<td>785</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/3/2005 12:0...</td>
</tr>
<tr>
<td>786</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/4/2005 12:0...</td>
</tr>
<tr>
<td>787</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/5/2005 12:0...</td>
</tr>
<tr>
<td>788</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/6/2005 12:0...</td>
</tr>
<tr>
<td>789</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/7/2005 12:0...</td>
</tr>
<tr>
<td>790</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/8/2005 12:0...</td>
</tr>
<tr>
<td>791</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/9/2005 12:0...</td>
</tr>
<tr>
<td>792</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/10/2005 12:...</td>
</tr>
<tr>
<td>793</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/11/2005 12:...</td>
</tr>
<tr>
<td>794</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/12/2005 12:...</td>
</tr>
<tr>
<td>795</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/13/2005 12:...</td>
</tr>
<tr>
<td>796</td>
<td>DataChanged</td>
<td>DataChanged</td>
<td>Simple Res...</td>
<td>12/14/2005 12:...</td>
</tr>
<tr>
<td>797</td>
<td>SourceBeforeGetValuesReturn</td>
<td>Simple Reservoir Model</td>
<td>Simple Res...</td>
<td>12/14/2005 12:...</td>
</tr>
<tr>
<td>798</td>
<td>Informative</td>
<td>Closing models down...</td>
<td>Simple Res...</td>
<td>12/14/2005 12:...</td>
</tr>
<tr>
<td>799</td>
<td>Informative</td>
<td>Calling Finish() on model Simple Reservoir Model</td>
<td>Simple Res...</td>
<td>12/14/2005 12:...</td>
</tr>
<tr>
<td>800</td>
<td>Informative</td>
<td>Calling Finish() on model org OpenMi.Tool.GUI.Trigger</td>
<td>Simple Res...</td>
<td>12/14/2005 12:...</td>
</tr>
<tr>
<td>801</td>
<td>GlobalProgress</td>
<td>Simulation finished successfully at 4/14/2007 3:55:00 PM</td>
<td>Simple Res...</td>
<td>12/14/2005 12:...</td>
</tr>
</tbody>
</table>
```
Steps of Migration (16)

Upgrade the initial code:

- Keep the same structure as defined in the SimpleReservoirEngine.dll

- Add new complicated features in each required function mentioned before

- Change the ModelID and ModelDescription strings

- Change the expected values in Test Classes according to our data

- Test the RMM-NTUA with NUnit GUI

- Load the RMM onto OmiEd

- Run Simulation!!
Steps of Migration (17)

Loading the RMM into the OmiEd:
Steps of Migration (18)

Loading the RMM into the OmiEd:

![Diagram of the RMM loading process in OmiEd](image)
Steps of Migration (19)

Loading the RMM into the OmiEd:

```
<table>
<thead>
<tr>
<th>Event</th>
<th>Type</th>
<th>Description</th>
<th>Source</th>
<th>Destination</th>
<th>Time</th>
</tr>
</thead>
<tbody>
<tr>
<td>2563</td>
<td>DataChanged</td>
<td></td>
<td>RMM</td>
<td>NTUA</td>
<td>12/12/2005 12...</td>
</tr>
<tr>
<td>2562</td>
<td>TargetBeforeGetValuesReturn</td>
<td></td>
<td>RMM</td>
<td>NTUA</td>
<td>12/12/2005 12...</td>
</tr>
<tr>
<td>2561</td>
<td>SourceBeforeGetValuesReturn</td>
<td></td>
<td>RMM</td>
<td>NTUA</td>
<td>12/12/2005 12...</td>
</tr>
</tbody>
</table>
```

---

National Technical University of Athens
Steps of Migration (20)

Loading the RMM into the OmiEd:

Small River Output File

RMM Outflow File
Steps of Migration (21)

Loading the RMM into the OmiEd:

River Rhine Output File

<p>| | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.1388888892</td>
<td>0.2314814823</td>
<td>0.2314814823</td>
<td>0.2314814823</td>
<td></td>
</tr>
<tr>
<td>2.1520580014</td>
<td>3.5867646684</td>
<td>3.5867646684</td>
<td>3.5867646684</td>
<td></td>
</tr>
<tr>
<td>0.7123983699</td>
<td>1.1872839618</td>
<td>1.1872839618</td>
<td>1.1872839618</td>
<td></td>
</tr>
<tr>
<td>0.2086231343</td>
<td>0.3460353893</td>
<td>0.3460353893</td>
<td>0.3460353893</td>
<td></td>
</tr>
<tr>
<td>0.0589309911</td>
<td>0.0982181185</td>
<td>0.0982181185</td>
<td>0.0982181185</td>
<td></td>
</tr>
<tr>
<td>0.1071040374</td>
<td>0.1785067884</td>
<td>0.1785067884</td>
<td>0.1785067884</td>
<td></td>
</tr>
<tr>
<td>0.1205720937</td>
<td>0.2009348995</td>
<td>0.2009348995</td>
<td>0.2009348995</td>
<td></td>
</tr>
<tr>
<td>0.1345612401</td>
<td>0.2226873292</td>
<td>0.2226873292</td>
<td>0.2226873292</td>
<td></td>
</tr>
<tr>
<td>0.1491371622</td>
<td>0.2485619374</td>
<td>0.2485619374</td>
<td>0.2485619374</td>
<td></td>
</tr>
<tr>
<td>0.1068273411</td>
<td>0.1680038235</td>
<td>0.1680038235</td>
<td>0.1680038235</td>
<td></td>
</tr>
<tr>
<td>0.1920207133</td>
<td>0.3203578529</td>
<td>0.3203578529</td>
<td>0.3203578529</td>
<td></td>
</tr>
<tr>
<td>0.1640410113</td>
<td>0.2346568685</td>
<td>0.2346568685</td>
<td>0.2346568685</td>
<td></td>
</tr>
<tr>
<td>0.0919826822</td>
<td>0.13304477</td>
<td>0.13304477</td>
<td>0.13304477</td>
<td></td>
</tr>
<tr>
<td>0.0955034944</td>
<td>0.1325839745</td>
<td>0.1325839745</td>
<td>0.1325839745</td>
<td></td>
</tr>
<tr>
<td>0.1070936334</td>
<td>0.1764938987</td>
<td>0.1764938987</td>
<td>0.1764938987</td>
<td></td>
</tr>
<tr>
<td>0.0810978777</td>
<td>0.135167795</td>
<td>0.135167795</td>
<td>0.135167795</td>
<td></td>
</tr>
<tr>
<td>0.0543766199</td>
<td>0.0907243685</td>
<td>0.0907243685</td>
<td>0.0907243685</td>
<td></td>
</tr>
<tr>
<td>0.0543766159</td>
<td>0.0912296653</td>
<td>0.0912296653</td>
<td>0.0912296653</td>
<td></td>
</tr>
<tr>
<td>0.0688412811</td>
<td>0.1147452129</td>
<td>0.1147452129</td>
<td>0.1147452129</td>
<td></td>
</tr>
<tr>
<td>0.0543194899</td>
<td>0.092658165</td>
<td>0.092658165</td>
<td>0.092658165</td>
<td></td>
</tr>
<tr>
<td>0.0572509359</td>
<td>0.0928715171</td>
<td>0.0928715171</td>
<td>0.0928715171</td>
<td></td>
</tr>
<tr>
<td>0.0560432682</td>
<td>0.0933872697</td>
<td>0.0933872697</td>
<td>0.0933872697</td>
<td></td>
</tr>
<tr>
<td>0.0534103291</td>
<td>0.0939021714</td>
<td>0.0939021714</td>
<td>0.0939021714</td>
<td></td>
</tr>
<tr>
<td>0.0425573111</td>
<td>0.070562179</td>
<td>0.070562179</td>
<td>0.070562179</td>
<td></td>
</tr>
<tr>
<td>0.0284039011</td>
<td>0.0473984794</td>
<td>0.0473984794</td>
<td>0.0473984794</td>
<td></td>
</tr>
<tr>
<td>0.0170429829</td>
<td>0.090709726</td>
<td>0.090709726</td>
<td>0.090709726</td>
<td></td>
</tr>
<tr>
<td>0.1150319837</td>
<td>0.151726001</td>
<td>0.151726001</td>
<td>0.151726001</td>
<td></td>
</tr>
<tr>
<td>2.1274640597</td>
<td>3.540767647</td>
<td>3.540767647</td>
<td>3.540767647</td>
<td></td>
</tr>
<tr>
<td>0.4064126646</td>
<td>0.6264284374</td>
<td>0.6264284374</td>
<td>0.6264284374</td>
<td></td>
</tr>
<tr>
<td>0.1987670597</td>
<td>0.3127849538</td>
<td>0.3127849538</td>
<td>0.3127849538</td>
<td></td>
</tr>
<tr>
<td>0.2375872432</td>
<td>0.4267130405</td>
<td>0.4267130405</td>
<td>0.4267130405</td>
<td></td>
</tr>
<tr>
<td>0.111818204</td>
<td>0.1861503034</td>
<td>0.1861503034</td>
<td>0.1861503034</td>
<td></td>
</tr>
<tr>
<td>0.0374527733</td>
<td>0.0624587949</td>
<td>0.0624587949</td>
<td>0.0624587949</td>
<td></td>
</tr>
<tr>
<td>0.0560457748</td>
<td>0.0940097992</td>
<td>0.0940097992</td>
<td>0.0940097992</td>
<td></td>
</tr>
<tr>
<td>0.0566379819</td>
<td>0.0943968368</td>
<td>0.0943968368</td>
<td>0.0943968368</td>
<td></td>
</tr>
</tbody>
</table>
Next Steps

• Link reservoir model RMM-NTUA with MIKE 11.
• Conduct hydrological simulation of the upstream basin using the NAM module (calibration with daily rainfall and discharge data).
• Examine combined hydrological and water management scenarios using the OpenMI platform.
• Account for climate change impacts by modifying precipitation and evapotranspiration data (= model inputs).
• Optimize the reservoir operation rules, on the basis of maximizing reliability.
Future Perspectives

• Migrate the DSS Hydronomeas, an advanced tool for optimizing the management of complex water resource systems.

• Apply it to the entire Thessaly hydrosystem.

Model description and demo are available at: http://www.odysseusproject.gr/en